**Week 3: SPRING CORE MAVEN**

**Mandatory Handson:**

**Exercise 1: Configuring a Basic Spring Application**

**Scenario:**

Your company is developing a web application for managing a library. You need to use the Spring Framework to handle the backend operations.

**Steps:**

1. **Set Up a Spring Project:**
   * Create a Maven project named **LibraryManagement**.
   * Add Spring Core dependencies in the **pom.xml** file.
2. **Configure the Application Context:**
   * Create an XML configuration file named **applicationContext.xml** in the **src/main/resources** directory.
   * Define beans for **BookService** and **BookRepository** in the XML file.
3. **Define Service and Repository Classes:**
   * Create a package **com.library.service** and add a class **BookService**.
   * Create a package **com.library.repository** and add a class **BookRepository**.
4. **Run the Application:**

Create a main class to load the Spring context and test the configuration

Solution:

Create a Maven project named LibraryManagement

Pom.xml file:

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.library</groupId>

<artifactId>LibraryManagement</artifactId>

<version>1.0-SNAPSHOT</version>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>5.3.31</version>

</dependency>

</dependencies>

</project>

**Path**: src/main/resources/applicationContext.xml:

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="bookRepository" class="com.library.repository.BookRepository" />

<bean id="bookService" class="com.library.service.BookService">

<property name="bookRepository" ref="bookRepository"/>

</bean>

</beans>

BookRepositiry.java:

package com.library.repository;

public class BookRepository {

public void saveBook(String bookName) {

System.out.println("Book \"" + bookName + "\" saved to repository.");

}

}

BookService.java:

package com.library.service;

import com.library.repository.BookRepository;

public class BookService {

private BookRepository bookRepository;

public void setBookRepository(BookRepository bookRepository) {

this.bookRepository = bookRepository;

}

public void addBook(String bookName) {

System.out.println("Adding book: " + bookName);

bookRepository.saveBook(bookName);

}

}

Main.java:

package com.library;

import com.library.service.BookService;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

BookService bookService = (BookService) context.getBean("bookService");

bookService.addBook("The Alchemist");

}

}

Output:
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**Exercise 2: Implementing Dependency Injection**

**Scenario:**

In the library management application, you need to manage the dependencies between the BookService and BookRepository classes using Spring's IoC and DI.

**Steps:**

1. **Modify the XML Configuration:**
   * Update **applicationContext.xml** to wire **BookRepository** into **BookService**.
2. **Update the BookService Class:**
   * Ensure that **BookService** class has a setter method for **BookRepository**.
3. **Test the Configuration:**
   * Run the **LibraryManagementApplication** main class to verify the dependency injection.

Solution:

Modify applicationContext.xml:

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="bookRepository" class="com.library.repository.BookRepository" />

<bean id="bookService" class="com.library.service.BookService">

<property name="bookRepository" ref="bookRepository"/>

</bean>

</beans>

Update BookService.java:

package com.library.service;

import com.library.repository.BookRepository;

public class BookService {

private BookRepository bookRepository;

public void setBookRepository(BookRepository bookRepository) {

this.bookRepository = bookRepository;

}

public void addBook(String bookName) {

System.out.println("Adding book: " + bookName);

bookRepository.saveBook(bookName);

}

}

Test with Main.java:

package com.library;

import com.library.service.BookService;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

BookService bookService = (BookService) context.getBean("bookService");

bookService.addBook("Spring in Action");

}

}

Output:

![](data:image/png;base64,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)

**Exercise 4: Creating and Configuring a Maven Project**

**Scenario:**

You need to set up a new Maven project for the library management application and add Spring dependencies.

**Steps:**

1. **Create a New Maven Project:**
   * Create a new Maven project named **LibraryManagement**.
2. **Add Spring Dependencies in pom.xml:**
   * Include dependencies for Spring Context, Spring AOP, and Spring WebMVC.
3. **Configure Maven Plugins:**
   * Configure the Maven Compiler Plugin for Java version 1.8 in the pom.xml file.

Solution:

Create a new Maven project:

src/main/java/resources/pom.xml

Add Spring Dependencies in pom.xml:

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0

http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.library</groupId>

<artifactId>LibraryManagement</artifactId>

<version>1.0-SNAPSHOT</version>

<properties>

<maven.compiler.source>1.8</maven.compiler.source>

<maven.compiler.target>1.8</maven.compiler.target>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>5.3.31</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-aop</artifactId>

<version>5.3.31</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-webmvc</artifactId>

<version>5.3.31</version>

</dependency>

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>javax.servlet-api</artifactId>

<version>4.0.1</version>

<scope>provided</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<version>3.10.1</version>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

</plugins>

</build>

</project>

**WEEK 3: Spring Data JPA with Spring Boot, Hibernate**

**Spring Data JPA - Quick Example**

Solution:

**MySQL Setup**

CREATE SCHEMA ormlearn;

CREATE TABLE country (

co\_code VARCHAR(2) PRIMARY KEY,

co\_name VARCHAR(50)

);

INSERT INTO country VALUES ('IN', 'India');

INSERT INTO country VALUES ('US', 'United States of America');

**application.properties**

src/main/resources/application.properties

logging.level.org.springframework=info

logging.level.com.cognizant=debug

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

logging.pattern.console=%d{dd-MM-yy} %d{HH:mm:ss.SSS} %-20.20thread %5p %-25.25logger{25} %25M %4L %m%n

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect

**Main Application**

package com.cognizant.ormlearn;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import java.util.List;

@SpringBootApplication

public class OrmLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

private static CountryService countryService;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

LOGGER.info("Inside main");

countryService = context.getBean(CountryService.class);

testGetAllCountries();

}

private static void testGetAllCountries() {

LOGGER.info("Start");

List<Country> countries = countryService.getAllCountries();

LOGGER.debug("countries={}", countries);

LOGGER.info("End");

}

}

**Country.java**

package com.cognizant.ormlearn.model;

import jakarta.persistence.\*;

@Entity

@Table(name = "country")

public class Country {

@Id

@Column(name = "co\_code")

private String code;

@Column(name = "co\_name")

private String name;

public String getCode() { return code; }

public void setCode(String code) { this.code = code; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

com.cognizant.ormlearn.repository

package com.cognizant.ormlearn.repository;

import com.cognizant.ormlearn.model.Country;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

**CountryService.java**

package com.cognizant.ormlearn.service;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import java.util.List;

@Service

public class CountryService {

@Autowired

private CountryRepository countryRepository;

@Transactional

public List<Country> getAllCountries() {

return countryRepository.findAll();

}

}

**2.Difference between JPA, Hibernate and Spring Data JPA**

| Feature | JPA | Hibernate | Spring Data JPA |
| --- | --- | --- | --- |
| Type | Specification (API) | Framework / Implementation | Framework (Abstraction Layer) |
| Defined By | Java EE (JSR 338) | Red Hat (Open Source) | Spring Project |
| Purpose | Provides standard API for ORM | Implements JPA + extra features | Simplifies JPA usage |
| Implements | Nothing (Interface only) | Implements JPA | Uses JPA implementation (e.g., Hibernate) |
| Main Advantage | Decouples persistence logic from implementation | Rich features, mature, widely adopted | Eliminates boilerplate code, repository abstraction |
| Transaction Management | Not provided | Supported | Spring-managed with @Transactional |
| Ease of Use | Requires more setup | Easier than plain JPA | Easiest (declarative programming style) |

**Relationship between them:**

Spring Data JPA

↑

(uses)

↑

JPA Interface

↑

(implemented by)

↑

Hibernate